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Previous editorials highlighted the use of models and the
activity of modeling as an integral part of almost all devel-
opment activities for complex systems. Complexity is an
omnipresent challenge, for software, for mechanical systems
with intelligence (e.g., autonomous cars, robots, healthcare
gadgets or airplanes), for production plants, and also for
biological systems (e.g., advanced medicine, human cells,
organs, and even full organisms), that will be engineeredwith
increased frequency in the future. “Systems of systems” are
typically confederated and collaborating ensembles of sys-
tems that were originally designed individually, but through
new opportunities that were not originally envisioned, are
now required to tightly cooperate. Examples of such systems
include telecommunications services, multiple integrated
web services across the internet, energy networks and also
the city networks of collaborating smart buildings and trans-
portation infrastructure.

All of the examples listed previously needmodels. During
development of these initially independent systems, models
are often defined before the system exists, requiring explicit
modeling activities to explicate requirements on the system
to document multiple design decisions and alternatives. This
is an entirely different process from howmodels come to life
when using data science techniques to extract models (e.g.,
of behavior or typical dynamic configurations) from obser-
vations of existing systems. These other kinds of extracted
models are helpful when optimizing existing systems and
processes, but are not intended for the original design (which
may have occurred by nature). However, it is our belief that
even though the process for model creation and use is differ-
ent across various domains, the same underlying modeling
paradigms and concepts can often be incorporated. As a
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consequence, these models could also be adopted in simi-
lar modeling languages.

This brings us to the interesting question of whether and
howfar amodeling language fromUMLorSysML(e.g., Stat-
echarts or Activity Diagrams) is already fit for this purpose?
For example, how much extension is needed to add concepts
such as modeling uncertainty and statistical distribution of
possible behaviors? Even though there is much research in
these domains that has produced compelling results, how
long will it take to see these results made available in broadly
used tools? We believe that much progress still needs to be
made in order to realize the full potential.

Currently, there is an ongoing effort to inject more explicit
modeling techniques into the Systems Engineering disci-
pline, which we define as including the intersection of the
mechanical, electrical and software subdomains. Software
Engineering already provides many modeling techniques to
address complexity and architectural structure. This is also
true for Electrical Engineering, with Mechanical Engineer-
ing supporting the use of many modeling ideas in different
contexts. The concepts of modeling across these disciplines
can expand the ability of a systems engineer to address safety,
security, robustness andoperability concerns, aswell asmany
other desirable properties of the systems to be developed and
produced in the future.

This observation brings us to the well-known challenge
that most of these modeling techniques do not integrate very
well. As a consequence, it is still frustratingly difficult to
define an appropriate tool chain that adequately addresses
a new project’s needs (e.g., systems analyses and synthesis
activities).

From a Software Engineering point of view, the existence
of components developed using Artificial Intelligence does
not really change the game. Software Engineering has estab-
lished the foundational understanding that software is never
completely correct and the unpredictable behavioral errors
must be detected and absorbed internally to prevent full
system failure. The integration of AI components becomes
just another type of unreliable component that must be con-
sidered. Specific precautions must be taken to address the
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possible failures of AI-based components. Even the idea of
self-explainability is not an entirely new concept. A common
challenge of Software Engineering is the need to explain to a
user what the software is doing or why it cannot do a specific
requested action. The existence of explicitly defined models
can be helpful in explaining behavior to users (e.g., using
state model as underlying concepts).

The idea of “Advanced Systems Engineering” is an
approach that tries to address many of the current chal-
lenges, often by adding AI-based development techniques
for the software needs of the system. However, many of the
existingmodeling techniques, methods and practices of Soft-
ware Engineering are often ignored because of an assumption
that software need not be developed in the future as in the
past. This approach places an emphasis on training software
through condensing available data to directly embeddable
models. Yet, this idea will only work in very very narrow
cases and it is not clear what to do with the majority of
the complex software that is not addressed by an “Advanced
Systems Engineering” approach. Innovative systems seem
to derive their innovations to a larger extent from the soft-
ware and software services around the mechanical part of the
system.

Computer Science (in general) and Software Engineer-
ing (in particular) have not been able to transfer all of their
knowledge, techniques andmethods to SystemsEngineering.
There is much to do and the use of an integrated set of mod-
eling techniques, defined in explicit modeling languages and
assisted by an integrated toolchain, is still far away. Software
development methods, such as Agile Methods or DevOps,
amidst the general use of models is steadily increasing in the
integrated Systems Engineering domain.

It will be interesting to see which forms of model mod-
ularity will be more successful and beneficial for Systems
Engineers in the long-term and how all of these forms and
their use of models will collaborate during design and oper-
ation of advanced, intelligent systems.
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